# TestNG Groups | MetaGroups with Example

**TestNG Groups** is one of the most popular features supported by [TestNG](https://www.scientecheasy.com/2019/04/testng-tutorial.html/) which is not available in the JUnit framework.

TestNG framework allows us to perform groupings of test methods.

Using TestNG, we can declare a set of test methods in a particular named group, or multiple groups and run multiple groups of tests at different times or in different places.

This feature provides us maximum flexibility in dividing tests and doesn’t require us to recompile anything if you want to run two different sets of tests back to back.

We can add a method or an entire class to a group by using groups parameter in the [@Test annotation](https://www.scientecheasy.com/2020/07/testng-test-annotation.html/).

The general syntax to add a class or method to one or several groups is as follows:

@Test(groups = {"GroupName"})

For example:

   @Test(groups = {"Chemistry"})

   public void atom()

  {

      . . . . . . . .

    }

   @Test(groups = {"Chemistry"})

   public void electron()

   {

    . . . . . . . .

   }

In the above example, both test methods will execute in one group named Chemistry.

**Test Method:** A method annotated with @Test annotation is called test method.

## Grouping of Test Methods in Single Group

Let’s take an example program where we will create a test class and execute certain test methods that belong to a single group. Look at the following source code.

**Program source code 1:**

package testngtests;

import org.testng.annotations.Test;

public class GroupingTestMethods

{

@Test(groups = {"Car"})

public void mahindra()

{

System.out.println("CAR 1: Mahindra");

}

@Test

public void sedan()

{

System.out.println("Sedan CAR");

}

@Test(groups = {"Car"})

public void Bajaj()

{

System.out.println("CAR 2: Bajaj Alto");

}

}

Output:

Sedan CAR

CAR 2: Bajaj Alto

CAR 1: Mahindra

In the above example program, the preceding class contains three test methods. Two of the test methods belong to one group whereas, one of the methods does not belong to any group.

When we will run the above test in eclipse normally, we will notice in the output that test execution has not considered the specified group for execution, and test methods are not executed in a group.

Therefore, if we want to execute test methods under a certain group, there are two ways by which we can execute in either one way as discussed in the following two sections.

## Running TestNG Group through Eclipse

TestNG plugin provides multiple options to run test classes. They are as follows.

**1. Class:** Using this option, we can run only a particular test class by a class name with the package.

**2. Method:** This option provides us to run only a specific method in a test class.

**3. Groups:** Using this option, we can run specific test methods belonging to a particular TestNG group.

**4. Package:** In case, we would want to run all the tests inside a package, we can select this option.

**5. Suite:** If we have suite files in the form of a [testng.xml file](https://www.scientecheasy.com/2020/07/create-run-testng-xml-file.html/), we can select it for execution.

Now, let us enter the earlier section. We had created a test class with certain test methods belonging to a test group. Let’s run the group of tests using eclipse step by step.

1. Right-click on test class “GroupingTestMethods” and go to Run option > Run Configurations.
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2. In the new dialog window, go to the Project section and click on the Browse button. Select the previously created project that is TestNGExamples.

If you do not get your test class name, you click on the new launch configuration and enter your test class name in the search box then go to the project section. You will get multiple options to run your test.

3. Go to the Groups option and click on the Browse button as shown in the below screenshot.
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4. Now select the group which you would want to execute from the list. In this case, it is a test-group.

[![Select test group](data:image/png;base64,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)](https://www.scientecheasy.com/2020/07/testng-groups.html/)

5. Click on the Apply button > Run. The following TestNG results will be shown on the console of Eclipse.

Output:

CAR 2: Bajaj Alto

CAR 1: Mahindra

PASSED: bajaj

PASSED: mahindra

===============================================

GRP-Car Tests run: 2, Failures: 0, Skips: 0

===============================================

Now you have successfully executed test methods belonging to a particular group using the TestNG runner configuration in Eclipse.

Let’s move to understand the second way where we will run TestNG group through testng.xml.

## Running TestNG Group through testng.xml file

This method is the most preferred and easy way to execute TestNG groups. It will run all the test methods in that group through the testng.xml file.

Follow all the steps below to run the TestNG group through testng.xml file.

**Step 1:** To create testng.xml file, right-click on the previously created test class “GroupingTestMethods.java”.

**Step 2:** Go to TestNG option and select Convert to TestNG option. A new dialog window will open in which you enter the test name “GroupingTestMethods”. Now click on the Finish button.

**Step 3:** You will notice that a new testng.xml file has created below in your project folder.

**Step 4:** Open it and modify it according to following below code.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite"> <test name="GroupingTestMethods">

<groups>

<run>

<include name="Car"/>

</run>

</groups>

<classes>

<class name="testngtests.GroupingTestMethods"/>

</classes>

</test> <!-- GroupingTestMethods -->

</suite> <!-- Suite -->

**Step 5:** Now right-click on testng.xml file, go to Run As and click on TestNG Suite. You will get the following output.

**Explanation of testng.xml file:**

1. This TestNG XML file has only one test named GroupingTestMethods inside a suite.  
2. It contains a groups section that is defined by using groups tag like this <groups> & </groups> as shown in the above code.  
3. The run tag is used to run the group.  
4. The include tag represents the name of the group that needs to be executed.

## Grouping of Test Methods in Multiple Groups

In the earlier section, we have discussed the grouping of test methods that belonged to a single group but TestNG also allows grouping of test methods belonging to multiple groups.  
  
It can be done by providing the group names as an array in the groups attribute of the @Test annotation. The general syntax lets you add test methods in multiple groups.

@Test(groups = { "GroupName1", "GroupName2", "GroupName3" .... })

Let’s take an example program where we will group test methods in one or several groups.

**Program source code 2:**

package testngtests;

import org.testng.annotations.Test;

public class MultipleGroups

{

@Test(groups={"Group1"})

public void atom()

{

System.out.println("Smallest particle");

}

@Test(groups = {"Group1", "Group2"}) // The test method "electron" belongs to two groups, Group1 and Group2.

public void electron()

{

System.out.println("Negative charged particle");

}

@Test(groups = {"Group2"})

public void proton()

{

System.out.println("Positive charged particle");

}

@Test(groups = {"Group2"})

public void neutron()

{

System.out.println("Neutral particle");

}

}

The preceding class contains four test methods. Three of them belong to one group whereas, one of the methods belongs to two groups: Group1, and Group2 respectively.

Now, follow the same procedure to generate the testng.xml file for this code as discussed above.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="Test one">

<groups>

<run>

<include name="Group1"/>

</run>

</groups>

<classes>

<class name = "testngtests.GroupingTestMethods"/>

</classes>

</test>

<test name = "Test two">

<groups>

<run>

<include name = "Group2"/>

</run>

</groups>

<classes>

<class name = "testngtests.GroupingTestMethods"/>

</classes>

</test> <!-- GroupingTestMethods -->

</suite> <!-- Suite -->

The preceding TestNG XML suite has two tests (Test one and Test two) in which each of them executing test methods belonging to a particular group.

Right-click on the testng.xml file and run it as a TestNG suite. You will get the following test results:

Output:

Groups "Group1": Smallest particle

Negative charged particle

===============================================

GRP-Particle Tests run: 2, Failures: 0, Skips: 0

===============================================

Groups "Group2": Negative charged particle

Neutral particle

Positive charged particle

===============================================

GRP-Subparticle Tests run: 3, Failures: 0, Skips: 0

===============================================

As you can observe in the previous test result, test method electron() has been executed in both tests of the test suite. This is because it belongs to both of the groups “Particle” and “Subparticle” whose test methods are executed by TestNG.

## Grouping of Test methods with Priority

You will observe in all the above output that test methods in groups have been executed in alphabetical order. If you want to execute test methods in your order then you will have to set priority with parameters like this:

@Test(groups = {“GroupName”}, priority = 0) // The test method annotated with this group will execute first.

@Test(groups = {“GroupName”}, priority = 1) // The test method annotated with this group will execute after executing the first group.

Let’s understand grouping of test methods with priority with the help of an example program.

**Program source code 3:**

package testngtests;

import org.testng.annotations.Test;

public class GroupsPriority

{

@Test(groups = {"Largest Asian Country"}, priority = 2)

public void India()

{

System.out.println("India: Delhi");

}

@Test(groups = {"Largest Asian Country"}, priority = 1)

public void china()

{

System.out.println("China: Beijing");

}

@Test(groups = {"Largest Asian Country"}, priority = 3)

public void Nepal()

{

System.out.println("Nepal: Kathmandu");

}

@Test(groups = {"Largest Asian Country"}, priority = 0)

public void Russia()

{

System.out.println("Russia: Moscow");

}

}

Output:

Russia: Moscow

China: Beijing

India: Delhi

Nepal: Kathmandu

## Inclusion & Exclusion Groups in TestNG

A group that is included in test execution is called **inclusion group**.

A group that is excluded from test execution is called **exclusion group**.

TestNG also provides features of inclusion and exclusion of groups, you can include and exclude certain groups from test execution. It helps to execute only a particular set of tests and to exclude certain tests.

For example, suppose a feature is temporarily broken during execution due to a recent change and you do not have time to fix the breakage yet but you want to have running your functional test.

In this situation, you will need to exclude these tests from execution since these tests will fail during execution.

A simple way to solve this problem is to create a group called “exclude group” and make these test methods belong to it.

Let us consider that a test method called testMethod() is now broken and we want to disable it. Then you can do like this:

@Test(groups = { "include-group",  "exclude group" })

If a test method belongs to both included and excluded group, the excluded group takes priority first and the test method excludes it from the test execution.

Once the feature is fixed, you can then reactivate the feature by just running the respective group of tests.

Now we can also set up test groups in our test suite with including or excluding. The syntax to include or exclude groups is given below:

Syntax for exclude tag:

   <exclude name = "include-group-name"/>

Syntax for include tag:

   <include name = "exclude-group-name"/>

Let’s understand it with the help of an example program and learn how to exclude a group of tests.

**Program source code 4:**

package testngtests;

import org.testng.annotations.Test;

public class ExcludeGroupTest

{

@Test(groups = {"Cricket Player"})

public void player1()

{

System.out.println("Sachin Tendulkar");

}

@Test(groups = {"Cricket Player"})

public void player2()

{

System.out.println("Virat Kohli");

}

@Test(groups = {"Cricket Player"})

public void player3()

{

System.out.println("Anil Kumble");

}

@Test(groups = {"Cricket Player", "exclude-group"})

public void player4()

{

System.out.println("Rohit Sharma");

}

}

The preceding class has four test methods. All four methods belong to the group “Cricket Player” whereas the player4() method also belongs to the group exclude-group.

Let’s set up test groups with include and exclude tags in the test suite.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="Exclude Groups Test">

<groups>

<run>

<include name="Cricket Player"/>

<exclude name="exclude-group"/>

</run>

</groups>

<classes>

<class name="testngtests.ExcludeGroupTest"/>

</classes>

</test> <!-- Exclude Groups Test -->

</suite> <!-- Suite -->

When you will run the above testng.xml file, TestNG will execute three methods from the group “Cricket Player” and exclude the fourth method that belongs to the group exclude-group.

The following test result is generated after the execution of the above test.

Output:

Sachin Tendulkar

Virat Kohli

Anil Kumble

===============================================

Suite Total tests run: 3, Failures: 0, Skips: 0

===============================================

We can also disable tests on an individual basis by using the “enabled” property available on both @Test and @Before/After annotations.

The syntax can be like this:

@Test(groups = {"Cricket Player"}, enabled = false)

In this method, you have not to write exclude tag in the TestNG XML file.

## Default Group for all Test methods

When an entire class is added to a group, it is called **default group**. It is a good way of defining a default group for all unit tests within a class.

It saves time and typing. It can be achieved by using the @Test annotation at the class level and defining the default group in the said @Test annotation.

**Partial groups:** When you define groups at the class level and then add groups at the method level, it is called partial groups.

Let’s take an example program based on the default group.

**Program source code 5:**

package testngtests;

import org.testng.annotations.Test;

@Test(groups = {"default-group"}) // All test methods in this class should be considered as default group.

public class DefaultGroup

{

public void m1()

{

System.out.println("m1 method");

}

public void m2()

{

System.out.println("m2 method");

}

@Test(groups = {"test-group"}) // m3() belongs to both "default-group" and "test-group" (Partial group).

public void m3()

{

System.out.println("m3 method");

}

@Test

public void m4()

{

System.out.println("m4 method");

}

}

In the above class, all four test methods are the part of default group which is defined at class level, while the test method m3() belongs to both groups “default-group” and “test-group”.

When you will run default group, the following test result will be obtained.

Output:

m1 method

m2 method

m3 method

m4 method

===============================================

GRP-Default-group Tests run: 4, Failures: 0, Skips: 0

===============================================

## Groups of groups or MetaGroups

When groups include other groups, these groups are called **metagroups**. TestNG allows the users to create new groups by including and excluding certain groups and then can use them during the creation of the test suite.

Let’s understand this concept with the help of a sample test program and learn how groups can also include other groups which are called MetaGroups.

**Program source code 6:**

package testngtests;

import org.testng.annotations.Test;

public class MetaGroupsTest

{

@Test(groups = {"Group1"})

public void m1()

{

System.out.println("m1-Group1");

}

@Test(groups = {"Group1"})

public void m2()

{

System.out.println("m2-Group1");

}

@Test(groups = {"Group2"})

public void m3()

{

System.out.println("m3-Group2");

}

@Test(groups = {"Group3"})

public void m4()

{

System.out.println("m4-Group3");

}

}

Now let’s create testng.xml file and modify it.

<?xml version="1.0" encoding="UTF-8"?>

<!DOCTYPE suite SYSTEM "http://testng.org/testng-1.0.dtd">

<suite name="Suite">

<test name="MetaGroupsTest">

<groups>

<define name="metagroups1"> // define tag is used to create metagroups inside groups tag.

<include name="Group1"/>

<include name="Group2"/>

</define>

<define name="metagroups2"> // New group

<include name="metagroups1"/>

<include name="Group3"/>

</define>

<run>

<include name="metagroups2"></include>

</run>

</groups>

<classes>

<class name = "testngtests.MetaGroupsTest"/>

</classes>

</test>

</suite>

In the above test class, two groups of groups have been defined inside the test, and then these groups are used for test execution.

For example, a group “metagroups2” includes “metagroups1” and “Group3”. This group is called metagroups.

While “metagroups1” itself contains the groups “Group1” and “Group2”. So, metagroups1 is also called metagroups because it contains two groups.

**define tag** is used to create meta groups inside groups tag. The name of the meta group is defined using the name attribute under the defined tag.

Groups can be included and excluded from the new group (metagroup) by using the include and exclude tags.

Now run the testng.xml test and observe the test result on the console.

Output:

m1-Group1

m2-Group1

m3-Group2

m4-Group3

===============================================

Suite Total tests run: 4, Failures: 0, Skips: 0

===============================================

Here, TestNG executed four methods, as mentioned in the metagroups2.

We can define multiple groups of groups as you want. This feature is useful in creating specific groups for module-wise testing, regression, and sanity.

\